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**Задание**

| **№ варианта** | **Условие задачи** |
| --- | --- |
| **9** | Реализовать хеш-таблицу с открытой адресацией для хранения строк. Таблица должна увеличивать свой размер втрое при достижении 70% заполнения. |

|  |
| --- |
| **Код программы** |
| #include "Hash.h"  #include <iostream>  struct AAA  {  int key;  char\* mas;  AAA(int k, char\* z)  {  key = k; mas = z;  } AAA() {}  };  //Создание ключа  int key(void\* d)  {  AAA\* f = (AAA\*)d;  return f->key;  }  //Вывод ключа  void AAA\_print(void\* d)  {  cout << " ключ " << ((AAA\*)d)->key << " - " << ((AAA\*)d)->mas << endl;  }  //Главная фукнция с меню  int main()  {  system("color 70");  setlocale(LC\_ALL, "rus");  int siz = 10, choice, k;  cout << "Введите размер хеш-таблицы" << endl;  cin >> siz;  Object H = create(siz, key);  for (;;)  {  cout << "1 - вывод хеш-таблицы" << endl;  cout << "2 - добавление элемента" << endl;  cout << "3 - удаление элемента" << endl;  cout << "4 - поиск элемента" << endl;  cout << "0 - выход" << endl;  cout << "сделайте выбор" << endl; cin >> choice;  switch (choice)  {  case 0: exit(0);  case 1: H.scan(AAA\_print); break;  case 2: {  AAA\* a = new AAA;  char\* str = new char[20];  cout << "введите ключ" << endl;  cin >> k;  a->key = k; //Добавляем ключ в таблицу  cout << "введите строку" << endl;  cin >> str;  a->mas = str; //Добавляем строку по клч  if (H.N == H.size) //Проверяем, заполнена ли таблица  cout << "Таблица заполнена" << endl;  else //Иначе вставляем в нее ключ-элемент  H.insert(a);  } break;  case 3: {  cout << "введите ключ для удаления" << endl;  cin >> k;  H.deleteByKey(k);  } break;  case 4: {  cout << "введите ключ для поиска" << endl;  cin >> k;  if (H.search(k) == NULL)  cout << "Элемент не найден" << endl;  else  AAA\_print(H.search(k));  } break;  }  }  return 0;  }  using namespace std;  #define HASHDEL (void\*) -1  struct Object {  void\*\* data; //указатель на массив указателей на данные  int size;  int N; //кол-во элементов в массиве  int(\*getKey)(void\*); //указатель на функцию получения ключа из данных  Object(int, int(\*)(void\*));//конструктор таблицы  bool insert(void\*);  int searchInd(int key);  void\* search(int key);  void\* deleteByKey(int key);  bool deleteByValue(void\*);  void scan(void(\*f)(void\*));  };  static void\* DEL = (void\*)HASHDEL; //переменная для обозначения удаленного элемента  Object create(int size, int(\*getkey)(void\*)); //функция создания таблицы  #undef HASHDEL  #include "Hash.h"  #include <iostream>  int HashFunction(int key, int size, int p) //Хеш-функция  {  double key2 = 5 \* ((0.6180339887499 \* key) - int((0.6180339887499 \* key)));  return (p + key) % size;  }  //Получение следующего хэша в таблице  int Next\_hash(int hash, int size, int p)  {  return (hash + 5 \* p + 3 \* p \* p) % size;  }  //Создание хэш-таблицы с введенным размером  Object create(int size, int(\*getkey)(void\*))  {  return \*(new Object(size, getkey));  }  //Создание хэш-таблицы  Object::Object(int size, int(\*getkey)(void\*))  {  N = 0;  this->size = size;  this->getKey = getkey;  this->data = new void\* [size];  for (int i = 0; i < size; ++i) //Заполнение таблицы пустыми ячейками согласно размеру  data[i] = NULL;  }  //Вставка ключ-элемента в таблицу  bool Object::insert(void\* d)  {  bool b = false;  if ((double)N / (double)size >= 0.7) {//Проверяем достигла ли таблица размера для увеличения  int newSize = size \* 3; //Увеличение размера новой таблицы в 3 раза  void\*\* newData = new void\* [newSize]; //Выдеделение динамической памяти в соответствии с размером  for (int i = 0; i < newSize; i++) {  newData[i] = NULL; //Заполнение новой таблицы пустыми ячейками  }  for (int i = 0; i < size; i++) {  if (data[i] != NULL && data[i] != DEL) {  int k = getKey(data[i]); //Получаем ключ нового элемента  int index = k % newSize; //Получаем индекс элемента в новой таблице  //Поиск пустой ячейки для вставки элемента  while (newData[index] != NULL) {  index = (index + 1) % newSize;  }  newData[index] = data[i]; //Вставляем элемент  }  }  delete[] data; //Освобождение памяти старой таблицы  data = newData; //Перенаправляем указатель старой таблицы на новый  size = newSize; //Обновляем размер таблицы  cout << "Размер таблицы обновлен" << endl;  }  for (int i = 0, t = getKey(d), j = HashFunction(t, size, 0); //Используем хэш-функцию для преборазования ключа  i != size && !b; j = Next\_hash(j, size, ++i))  if (data[j] == NULL || data[j] == DEL) {  data[j] = d;  N++;  b = true;  }  return b;  }  //Поиска ключа  int Object::searchInd(int key)  {  int t = -1;  bool b = false;  if (N != 0)  for (int i = 0, j = HashFunction(key, size, 0); data[j] != NULL && i  != size && !b; j = HashFunction(key, size, ++i))  if (data[j] != DEL)  if (getKey(data[j]) == key)  {  t = j; b = true;  }  return t;  }  //Поиск элемента  void\* Object::search(int key)  {  int t = searchInd(key);  return(t >= 0) ? (data[t]) : (NULL);  }  //Удаление элемента из таблицы по заданному ключу  void\* Object::deleteByKey(int key)  {  int i = searchInd(key);  void\* t = data[i];  if (t != NULL)  {  data[i] = DEL;  N--;  }  return t;  }  //Удаление по значению  bool Object::deleteByValue(void\* d)  {  return(deleteByKey(getKey(d)) != NULL);  }  //Проверка, является ячейка заполненной, пустой или удаленной  void Object::scan(void(\*f)(void\*))  {  for (int i = 0; i < this->size; i++)  {  std::cout << " Элемент" << i;  if ((this->data)[i] == NULL)  std::cout << " пусто" << std::endl;  else  if ((this->data)[i] == DEL)  std::cout << " удален" << std::endl;  else  f((this->data)[i]);  }  } |
| **Результат программы** |
|  |

Дополнительные задания

1. Составить хеш-таблицу, содержащую буквы и количество их вхождений во введенной строке. Вывести таблицу на экран. Осуществить поиск введенной буквы в хеш-таблице.

|  |
| --- |
| **Код программы** |
| #include <iostream>  #include <unordered\_map>  #include <string>  #include <cctype> // Для функции std::tolower  using namespace std;  // Функция для создания хеш-таблицы, содержащей буквы и их количество в строке  unordered\_map<char, int> createHashTable(const string& str) {  unordered\_map<char, int> hashTable;  for (char ch : str) {  if (isalpha(ch)) { // Проверяем, является ли символ буквой  char key = tolower(ch); // Приводим букву к нижнему регистру  hashTable[key]++;  }  }  return hashTable;  }  int main() {  setlocale(LC\_ALL, "RUS");  string inputString;  cout << "Введите строку: ";  getline(cin, inputString);  // Создаем хеш-таблицу  unordered\_map<char, int> hashTable = createHashTable(inputString);  // Выводим содержимое хеш-таблицы на экран  cout << "Хеш-таблица:\n";  for (const auto& pair : hashTable) {  cout << "'" << pair.first << "': " << pair.second << '\n';  }  // Поиск символа в хеш-таблице  char searchChar;  cout << "Введите символ для поиска: ";  cin >> searchChar;  // Приводим символ к нижнему регистру, так как ключи в хеш-таблице тоже в нижнем регистре  searchChar = tolower(searchChar);  // Проверяем наличие символа в хеш-таблице  if (hashTable.find(searchChar) != hashTable.end()) {  cout << "Символ '" << searchChar << "' найден в строке " << hashTable[searchChar] << " раз\n";  }  else {  cout << "Символ '" << searchChar << "' не найден в строке\n";  }  return 0;  } |
| **Результат программы** |
|  |

2. Построить хеш-таблицу из слов произвольного текстового файла, задав ее размерность с экрана. Вывести построенную таблицу слов на экран. Осуществить поиск введенного слова. Выполнить программу для различных размерностей таблицы и сравните количество сравнений. Удалить все слова, начинающиеся на указанную букву, выведите таблицу.

|  |
| --- |
| **Код программы** |
| #include <iostream>  #include <fstream>  #include <unordered\_map>  #include <string>  #include <vector>  #include <algorithm>  // Функция для создания хеш-таблицы из слов текстового файла  std::unordered\_map<std::string, int> createHashTable(const std::string& filename, size\_t tableSize) {  std::ifstream file(filename);  if (!file.is\_open()) {  std::cerr << "Ошибка при открытии файла.\n";  return {};  }  std::unordered\_map<std::string, int> hashTable(tableSize);  std::string word;  while (file >> word) {  // Убираем знаки препинания с конца слова  word.erase(std::remove\_if(word.begin(), word.end(), ispunct), word.end());  // Приводим слово к нижнему регистру  std::transform(word.begin(), word.end(), word.begin(), ::tolower);  hashTable[word]++;  }  return hashTable;  }  // Функция для вывода содержимого хеш-таблицы слов на экран  void printHashTable(const std::unordered\_map<std::string, int>& hashTable) {  std::cout << "Хеш-таблица слов:\n";  for (const auto& pair : hashTable) {  std::cout << "'" << pair.first << "': " << pair.second << '\n';  }  }  // Функция для удаления слов, начинающихся на указанную букву, из хеш-таблицы  void removeWordsStartingWithLetter(std::unordered\_map<std::string, int>& hashTable, char letter) {  std::vector<std::string> wordsToRemove;  for (auto it = hashTable.begin(); it != hashTable.end(); ++it) {  if (it->first.front() == letter) {  wordsToRemove.push\_back(it->first);  }  }  for (const auto& word : wordsToRemove) {  hashTable.erase(word);  }  }  int main() {  setlocale(LC\_ALL, "RUS");  std::string filename;  std::cout << "Введите имя текстового файла: ";  std::cin >> filename;  size\_t tableSize;  std::cout << "Введите размерность хеш-таблицы: ";  std::cin >> tableSize;  // Создаем хеш-таблицу из слов текстового файла  std::unordered\_map<std::string, int> hashTable = createHashTable(filename, tableSize);  // Выводим содержимое хеш-таблицы на экран  printHashTable(hashTable);  // Поиск слова в хеш-таблице  std::string searchWord;  std::cout << "Введите слово для поиска: ";  std::cin >> searchWord;  if (hashTable.find(searchWord) != hashTable.end()) {  std::cout << "Слово '" << searchWord << "' найдено в тексте " << hashTable[searchWord] << " раз\n";  }  else {  std::cout << "Слово '" << searchWord << "' не найдено в тексте\n";  }  // Удаление слов, начинающихся на указанную букву, из хеш-таблицы  char letterToRemove;  std::cout << "Введите букву для удаления слов, начинающихся на нее: ";  std::cin >> letterToRemove;  removeWordsStartingWithLetter(hashTable, letterToRemove);  // Выводим обновленную хеш-таблицу на экран  printHashTable(hashTable);  return 0;  } |
| **Результат программы** |
|  |

4. В текстовом файле содержатся целые числа. Построить хеш-таблицу из чисел файла. Осуществить поиск введенного целого числа в хеш-таблице. Сравнить результаты количества сравнений при различном наборе данных в файле.

|  |
| --- |
| **Код программы** |
| #include <iostream>  #include <fstream>  #include <unordered\_set>  #include <vector>  #include <cstdlib>  // Функция для создания хеш-таблицы из чисел текстового файла  std::unordered\_set<int> createHashTable(const std::string& filename) {  std::ifstream file(filename);  if (!file.is\_open()) {  std::cerr << "Ошибка при открытии файла.\n";  return {};  }  std::unordered\_set<int> hashTable;  int number;  while (file >> number) {  hashTable.insert(number);  }  return hashTable;  }  // Функция для поиска числа в хеш-таблице  bool searchNumber(const std::unordered\_set<int>& hashTable, int number) {  return hashTable.find(number) != hashTable.end();  }  int main() {  setlocale(LC\_ALL, "RUS");  std::string filename;  std::cout << "Введите имя текстового файла: ";  std::cin >> filename;  // Создаем хеш-таблицу из чисел текстового файла  std::unordered\_set<int> hashTable = createHashTable(filename);  // Выводим количество элементов в хеш-таблице  std::cout << "Количество элементов в хеш-таблице: " << hashTable.size() << std::endl;  // Поиск числа в хеш-таблице  int numberToSearch;  std::cout << "Введите целое число для поиска: ";  std::cin >> numberToSearch;  if (searchNumber(hashTable, numberToSearch)) {  std::cout << "Число найдено в хеш-таблице.\n";  }  else {  std::cout << "Число не найдено в хеш-таблице.\n";  }  return 0;  } |
| **Результат программы** |
|  |